Pointers in C are easy and fun to learn. Some C programming tasks are performed more easily with pointers, and other tasks, such as dynamic memory allocation, cannot be performed without using pointers. So it becomes necessary to learn pointers to become a perfect C programmer. Let's start learning them in simple and easy steps.

As you know, every variable is a memory location and every memory location has its address defined which can be accessed using ampersand (&) operator, which denotes an address in memory. Consider the following example, which prints the address of the variables defined −

[Live Demo](http://tpcg.io/SxljuD)

#include <stdio.h>

int main () {

int var1;

char var2[10];

printf("Address of var1 variable: %x\n", &var1 );

printf("Address of var2 variable: %x\n", &var2 );

return 0;

}

When the above code is compiled and executed, it produces the following result −

Address of var1 variable: bff5a400

Address of var2 variable: bff5a3f6

What are Pointers?

A **pointer** is a variable whose value is the address of another variable, i.e., direct address of the memory location. Like any variable or constant, you must declare a pointer before using it to store any variable address. The general form of a pointer variable declaration is −

type \*var-name;

Here, **type** is the pointer's base type; it must be a valid C data type and **var-name** is the name of the pointer variable. The asterisk \* used to declare a pointer is the same asterisk used for multiplication. However, in this statement the asterisk is being used to designate a variable as a pointer. Take a look at some of the valid pointer declarations −

int \*ip; /\* pointer to an integer \*/

double \*dp; /\* pointer to a double \*/

float \*fp; /\* pointer to a float \*/

char \*ch /\* pointer to a character \*/

The actual data type of the value of all pointers, whether integer, float, character, or otherwise, is the same, a long hexadecimal number that represents a memory address. The only difference between pointers of different data types is the data type of the variable or constant that the pointer points to.

How to Use Pointers?

There are a few important operations, which we will do with the help of pointers very frequently. **(a)** We define a pointer variable, **(b)** assign the address of a variable to a pointer and **(c)** finally access the value at the address available in the pointer variable. This is done by using unary operator **\*** that returns the value of the variable located at the address specified by its operand. The following example makes use of these operations −

[Live Demo](http://tpcg.io/Lt9V7y)

#include <stdio.h>

int main () {

int var = 20; /\* actual variable declaration \*/

int \*ip; /\* pointer variable declaration \*/

ip = &var; /\* store address of var in pointer variable\*/

printf("Address of var variable: %x\n", &var );

/\* address stored in pointer variable \*/

printf("Address stored in ip variable: %x\n", ip );

/\* access the value using the pointer \*/

printf("Value of \*ip variable: %d\n", \*ip );

return 0;

}

When the above code is compiled and executed, it produces the following result −

Address of var variable: bffd8b3c

Address stored in ip variable: bffd8b3c

Value of \*ip variable: 20

NULL Pointers

It is always a good practice to assign a NULL value to a pointer variable in case you do not have an exact address to be assigned. This is done at the time of variable declaration. A pointer that is assigned NULL is called a **null**pointer.

The NULL pointer is a constant with a value of zero defined in several standard libraries. Consider the following program −

[Live Demo](http://tpcg.io/xGfUyr)

#include <stdio.h>

int main () {

int \*ptr = NULL;

printf("The value of ptr is : %x\n", ptr );

return 0;

}

When the above code is compiled and executed, it produces the following result −

The value of ptr is 0

In most of the operating systems, programs are not permitted to access memory at address 0 because that memory is reserved by the operating system. However, the memory address 0 has special significance; it signals that the pointer is not intended to point to an accessible memory location. But by convention, if a pointer contains the null (zero) value, it is assumed to point to nothing.

To check for a null pointer, you can use an 'if' statement as follows −

if(ptr) /\* succeeds if p is not null \*/

if(!ptr) /\* succeeds if p is null \*/

# C - Pointer arithmetic

A pointer in c is an address, which is a numeric value. Therefore, you can perform arithmetic operations on a pointer just as you can on a numeric value. There are four arithmetic operators that can be used on pointers: ++, --, +, and -

To understand pointer arithmetic, let us consider that **ptr** is an integer pointer which points to the address 1000. Assuming 32-bit integers, let us perform the following arithmetic operation on the pointer −

ptr++

After the above operation, the **ptr** will point to the location 1004 because each time ptr is incremented, it will point to the next integer location which is 4 bytes next to the current location. This operation will move the pointer to the next memory location without impacting the actual value at the memory location. If **ptr** points to a character whose address is 1000, then the above operation will point to the location 1001 because the next character will be available at 1001.

Incrementing a Pointer

We prefer using a pointer in our program instead of an array because the variable pointer can be incremented, unlike the array name which cannot be incremented because it is a constant pointer. The following program increments the variable pointer to access each succeeding element of the array −

[Live Demo](http://tpcg.io/TRQKAE)

#include <stdio.h>

const int MAX = 3;

int main () {

int var[] = {10, 100, 200};

int i, \*ptr;

/\* let us have array address in pointer \*/

ptr = var;

for ( i = 0; i < MAX; i++) {

printf("Address of var[%d] = %x\n", i, ptr );

printf("Value of var[%d] = %d\n", i, \*ptr );

/\* move to the next location \*/

ptr++;

}

return 0;

}

When the above code is compiled and executed, it produces the following result −

Address of var[0] = bf882b30

Value of var[0] = 10

Address of var[1] = bf882b34

Value of var[1] = 100

Address of var[2] = bf882b38

Value of var[2] = 200

Decrementing a Pointer

The same considerations apply to decrementing a pointer, which decreases its value by the number of bytes of its data type as shown below −

[Live Demo](http://tpcg.io/czaLm5)

#include <stdio.h>

const int MAX = 3;

int main () {

int var[] = {10, 100, 200};

int i, \*ptr;

/\* let us have array address in pointer \*/

ptr = &var[MAX-1];

for ( i = MAX; i > 0; i--) {

printf("Address of var[%d] = %x\n", i-1, ptr );

printf("Value of var[%d] = %d\n", i-1, \*ptr );

/\* move to the previous location \*/

ptr--;

}

return 0;

}

When the above code is compiled and executed, it produces the following result −

Address of var[2] = bfedbcd8

Value of var[2] = 200

Address of var[1] = bfedbcd4

Value of var[1] = 100

Address of var[0] = bfedbcd0

Value of var[0] = 10

Pointer Comparisons

Pointers may be compared by using relational operators, such as ==, <, and >. If p1 and p2 point to variables that are related to each other, such as elements of the same array, then p1 and p2 can be meaningfully compared.

The following program modifies the previous example − one by incrementing the variable pointer so long as the address to which it points is either less than or equal to the address of the last element of the array, which is &var[MAX - 1] −

[Live Demo](http://tpcg.io/rqG9AD)

#include <stdio.h>

const int MAX = 3;

int main () {

int var[] = {10, 100, 200};

int i, \*ptr;

/\* let us have address of the first element in pointer \*/

ptr = var;

i = 0;

while ( ptr <= &var[MAX - 1] ) {

printf("Address of var[%d] = %x\n", i, ptr );

printf("Value of var[%d] = %d\n", i, \*ptr );

/\* point to the previous location \*/

ptr++;

i++;

}

return 0;

}

When the above code is compiled and executed, it produces the following result −

Address of var[0] = bfdbcb20

Value of var[0] = 10

Address of var[1] = bfdbcb24

Value of var[1] = 100

Address of var[2] = bfdbcb28

Value of var[2] = 200

# C - Array of pointers

Before we understand the concept of arrays of pointers, let us consider the following example, which uses an array of 3 integers −

[Live Demo](http://tpcg.io/g9VARy)

#include <stdio.h>

const int MAX = 3;

int main () {

int var[] = {10, 100, 200};

int i;

for (i = 0; i < MAX; i++) {

printf("Value of var[%d] = %d\n", i, var[i] );

}

return 0;

}

When the above code is compiled and executed, it produces the following result −

Value of var[0] = 10

Value of var[1] = 100

Value of var[2] = 200

There may be a situation when we want to maintain an array, which can store pointers to an int or char or any other data type available. Following is the declaration of an array of pointers to an integer −

int \*ptr[MAX];

It declares **ptr** as an array of MAX integer pointers. Thus, each element in ptr, holds a pointer to an int value. The following example uses three integers, which are stored in an array of pointers, as follows −

[Live Demo](http://tpcg.io/UJoygb)

#include <stdio.h>

const int MAX = 3;

int main () {

int var[] = {10, 100, 200};

int i, \*ptr[MAX];

for ( i = 0; i < MAX; i++) {

ptr[i] = &var[i]; /\* assign the address of integer. \*/

}

for ( i = 0; i < MAX; i++) {

printf("Value of var[%d] = %d\n", i, \*ptr[i] );

}

return 0;

}

When the above code is compiled and executed, it produces the following result −

Value of var[0] = 10

Value of var[1] = 100

Value of var[2] = 200

You can also use an array of pointers to character to store a list of strings as follows −

[Live Demo](http://tpcg.io/UJBnBq)

#include <stdio.h>

const int MAX = 4;

int main () {

char \*names[] = {

"Zara Ali",

"Hina Ali",

"Nuha Ali",

"Sara Ali"

};

int i = 0;

for ( i = 0; i < MAX; i++) {

printf("Value of names[%d] = %s\n", i, names[i] );

}

return 0;

}

When the above code is compiled and executed, it produces the following result −

Value of names[0] = Zara Ali

Value of names[1] = Hina Ali

Value of names[2] = Nuha Ali

Value of names[3] = Sara Ali

# C - Pointer to Pointer

A pointer to a pointer is a form of multiple indirection, or a chain of pointers. Normally, a pointer contains the address of a variable. When we define a pointer to a pointer, the first pointer contains the address of the second pointer, which points to the location that contains the actual value as shown below.

![Pointer to Pointer in C](data:image/jpeg;base64,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)

A variable that is a pointer to a pointer must be declared as such. This is done by placing an additional asterisk in front of its name. For example, the following declaration declares a pointer to a pointer of type int −

int \*\*var;

When a target value is indirectly pointed to by a pointer to a pointer, accessing that value requires that the asterisk operator be applied twice, as is shown below in the example −

[Live Demo](http://tpcg.io/p3HH8m)

#include <stdio.h>

int main () {

int var;

int \*ptr;

int \*\*pptr;

var = 3000;

/\* take the address of var \*/

ptr = &var;

/\* take the address of ptr using address of operator & \*/

pptr = &ptr;

/\* take the value using pptr \*/

printf("Value of var = %d\n", var );

printf("Value available at \*ptr = %d\n", \*ptr );

printf("Value available at \*\*pptr = %d\n", \*\*pptr);

return 0;

}

When the above code is compiled and executed, it produces the following result −

Value of var = 3000

Value available at \*ptr = 3000

Value available at \*\*pptr = 3000

# Passing pointers to functions in C

C programming allows passing a pointer to a function. To do so, simply declare the function parameter as a pointer type.

Following is a simple example where we pass an unsigned long pointer to a function and change the value inside the function which reflects back in the calling function −

[Live Demo](http://tpcg.io/VJgfOL)

#include <stdio.h>

#include <time.h>

void getSeconds(unsigned long \*par);

int main () {

unsigned long sec;

getSeconds( &sec );

/\* print the actual value \*/

printf("Number of seconds: %ld\n", sec );

return 0;

}

void getSeconds(unsigned long \*par) {

/\* get the current number of seconds \*/

\*par = time( NULL );

return;

}

When the above code is compiled and executed, it produces the following result −

Number of seconds :1294450468

The function, which can accept a pointer, can also accept an array as shown in the following example −

[Live Demo](http://tpcg.io/EVWfwS)

#include <stdio.h>

/\* function declaration \*/

double getAverage(int \*arr, int size);

int main () {

/\* an int array with 5 elements \*/

int balance[5] = {1000, 2, 3, 17, 50};

double avg;

/\* pass pointer to the array as an argument \*/

avg = getAverage( balance, 5 ) ;

/\* output the returned value \*/

printf("Average value is: %f\n", avg );

return 0;

}

double getAverage(int \*arr, int size) {

int i, sum = 0;

double avg;

for (i = 0; i < size; ++i) {

sum += arr[i];

}

avg = (double)sum / size;

return avg;

}

When the above code is compiled together and executed, it produces the following result −

Average value is: 214.40000

# Return pointer from functions in C

We have seen in the last chapter how C programming allows to return an array from a function. Similarly, C also allows to return a pointer from a function. To do so, you would have to declare a function returning a pointer as in the following example −

int \* myFunction() {

.

.

.

}

Second point to remember is that, it is not a good idea to return the address of a local variable outside the function, so you would have to define the local variable as **static** variable.

Now, consider the following function which will generate 10 random numbers and return them using an array name which represents a pointer, i.e., address of first array element.

[Live Demo](http://tpcg.io/cWvLL4)

#include <stdio.h>

#include <time.h>

/\* function to generate and return random numbers. \*/

int \* getRandom( ) {

static int r[10];

int i;

/\* set the seed \*/

srand( (unsigned)time( NULL ) );

for ( i = 0; i < 10; ++i) {

r[i] = rand();

printf("%d\n", r[i] );

}

return r;

}

/\* main function to call above defined function \*/

int main () {

/\* a pointer to an int \*/

int \*p;

int i;

p = getRandom();

for ( i = 0; i < 10; i++ ) {

printf("\*(p + [%d]) : %d\n", i, \*(p + i) );

}

return 0;

}

When the above code is compiled together and executed, it produces the following result −

1523198053

1187214107

1108300978

430494959

1421301276

930971084

123250484

106932140

1604461820

149169022

\*(p + [0]) : 1523198053

\*(p + [1]) : 1187214107

\*(p + [2]) : 1108300978

\*(p + [3]) : 430494959

\*(p + [4]) : 1421301276

\*(p + [5]) : 930971084

\*(p + [6]) : 123250484

\*(p + [7]) : 106932140

\*(p + [8]) : 1604461820

\*(p + [9]) : 149169022